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57 ABSTRACT

Techniques for performing non-event pattern matching on
continuous event streams using variable duration. The dura-
tion value used in non-event pattern matching can be variable.
Accordingly, a first pattern match candidate can have a dif-
ferent associated duration from a second pattern match can-
didate for matches arising from events received via an event
stream. In certain embodiments, the duration for a candidate
pattern match may be based upon one or more attributes of an
event that started the candidate pattern match or based upon
an expression (e.g., an arithmetic expression) involving one
or more attributes of the event.
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VARIABLE DURATION NON-EVENT
PATTERN MATCHING

CROSS-REFERENCES TO RELATED
APPLICATIONS

The present application is a non-provisional of and claims
the benefit and priority under 35 U.S.C. 119(e) of U.S. Pro-
visional Application No. 61/752,855 filed Jan. 15, 2013,
entitled VARIABLE DURATION NON EVENT PATTERN
MATCHING, the entire contents of which are incorporated
herein by reference for all purposes.

BACKGROUND

The disclosed embodiments relate generally to data pro-
cessing systems, and more specifically to techniques for per-
forming non-event pattern matching on continuous event
streams using variable duration functionality.

In traditional database systems, data is stored in one or
more databases usually in the form of tables. The stored data
is then queried and manipulated using a data management
language such as SQL. For example, a SQL query may be
defined and executed to identify relevant data from the data
stored in the database. A SQL query is thus executed on a
finite set of data stored in the database. Further, when a SQL
query is executed, it is executed once on the finite data set and
produces a finite static result. Databases are thus best
equipped to run queries over finite stored data sets.

A number of modern applications and systems however
generate data in the form of continuous data or event streams
instead of a finite data set. Examples of such applications
include but are not limited to sensor data applications, finan-
cial tickers, network performance measuring tools (e.g. net-
work monitoring and traffic management applications), click-
stream analysis tools, automobile traffic monitoring, and the
like. For example, a temperature sensor may be configured to
send out temperature readings. Such applications have given
rise to a need for a new breed of applications that can process
the data streams.

Managing and processing data for these types of event
stream-based applications involves building data manage-
ment and querying capabilities with a strong temporal focus.
A different kind of querying mechanism is needed that com-
prises long-running queries over continuous unbounded sets
of' data. While some vendors now offer product suites geared
towards event streams processing, these product offerings
still lack the processing flexibility required for handling
today’s events processing needs.

BRIEF SUMMARY

Certain embodiments are disclosed for performing non-
event pattern matching on continuous event streams using
variable duration.

In the context of pattern matching functionality of an
event-processing engine, non-event detection refers to the
detection of a situation when a certain event, which should
have occurred in a particular time frame, does not occur in
that time frame. For example, in a scenario when events occur
in a specific order, non-event detection can be used to detect
the situation where a particular event which is supposed to
occur next in that order in a particular timeframe does not
happen within that timeframe.

In non-events-based pattern matching, the arrival of an
event may cause a pattern match candidate (sometimes
referred to as a binding) to be started. A time duration is
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calculated and associated with the newly created binding,
where the duration identifies a period after which the binding
expires. In the context of non-event pattern matching, this
duration may, for example, identify the timeframe in which
the expected next event is supposed to occur. Certain embodi-
ments of the present invention allow this duration to be vari-
able for different bindings.

For example, a first event received via an event stream may
cause a first pattern match candidate (i.e., a first binding) to be
started. A second event received via the same event stream
may cause a second pattern match candidate (i.e., a second
binding) to be started. According to an embodiment of the
present invention, the duration for the first binding can be
different from the duration for the second binding. In this
manner, different bindings used in the context of non-event
pattern matching may have different or variable durations
associated with them.

In certain embodiments, the duration for a binding may be
based upon a value of an attribute of the event that starts the
binding. For example, the duration may be expressed by a
mathematical expression, where the expression is based upon
one or more event attribute values of the event that causes the
binding to be started. Since the values of the attribute can be
different for different events, the duration calculated for bind-
ings started by the different events may be different. This
provides greater flexibility in performing non-event pattern
matching and enables the processing to be applied to several
real life scenarios, which was not possible in the past where
all bindings had a fixed or constant duration.

In certain embodiments, a first event and a second event
maybe received via an event stream. The first event may cause
a first pattern match candidate to be started for a pattern. The
second event may cause a second pattern match candidate to
be started for the pattern. A first duration may be computed for
the first pattern match candidate and a second duration may be
computed for the second pattern match candidate, where the
second duration is different from the first duration. In this
manner, different events may have different duration associ-
ated with them.

In certain embodiment, the durations for the pattern
matches starting at the first and second events may be com-
puted based upon the value of an attribute of the events. For
example, a first value of a first attribute of the first event may
be determined and a second value of the first attribute of the
second event may be determined, where the second value is
different from the first value. The first value may then be used
to compute the duration for the pattern match that started due
to the first event and the second value may be used to compute
the duration for the pattern match that started from the second
event.

In certain embodiments, the durations for the pattern
matches starting at the first and second events may be com-
puted based upon evaluation of an expression (e.g., an arith-
metic expression). For example, a first value of a first attribute
of'the first event may be determined and a second value of the
first attribute of the second event may be determined, where
the second value is different from the first value. An arith-
metic expression may then be evaluated using the first value
to compute the duration for the pattern match resulting from
the first event and the arithmetic expression may be evaluated
using the second value to compute the second duration for the
pattern match resulting from the second event.

In certain embodiments, after the first time duration for the
first pattern match candidate has passed, it may be determined
whether the first pattern match candidate has matched the
pattern. Upon determining that the first pattern match candi-



US 9,098,587 B2

3

date has matched the pattern, information may be output
indicative of a non-event occurrence corresponding to the first
pattern match candidate.

In certain embodiments, an expiration time may be deter-
mined for the first pattern match candidate based upon an
event timestamp associated with the first event and the first
computed duration. This expiration time may then be associ-
ated with the first pattern match candidate. An expiration time
may be determined for the second pattern match candidate
based upon an event timestamp associated with the second
event and the second computed duration. This expiration time
may then be associated with the second pattern match candi-
date. In one embodiment, the expiration time for a pattern
match candidate is determined by adding the duration com-
puted for the pattern match candidate to the event timestamp
associated with the event that started the pattern match can-
didate.

In certain embodiments, after an expirations time has been
determined and associated with a pattern match candidate, a
determination may be made, at or after the expiration time
associated with the pattern match candidate, whether the pat-
tern match candidate has matched the pattern. Upon deter-
mining that the pattern match candidate has matched the
pattern, information may be output indicative of a non-event
occurrence corresponding to the pattern match candidate.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 depicts a simplified high level diagram of an event
processing system that may incorporate an embodiment of
the present invention;

FIG. 2 depicts a simplified flowchart depicting processing
performed upon receiving an event according to an embodi-
ment of the present invention;

FIG. 3 depicts a simplified flowchart depicting processing
performed upon receiving an event with respect to existing
bindings according to an embodiment of the present inven-
tion;

FIG. 4 depicts modules and data structures that may be
used to implement non-event detection using variable dura-
tion windows according to an embodiment of the present
invention;

FIG. 5 depicts a possible scenario that can occur when an
ALL MATCHES clause is specified according to an embodi-
ment of the present invention;

FIG. 6 depicts a possible scenario that can occur when a
partitions and SKIP PAST LAST ROW clause is specified
according to an embodiment of the present invention;

FIG. 7 is a simplified block diagram illustrating compo-
nents of a system environment that may be used in accordance
with an embodiment of the present invention; and

FIG. 8 is a simplified block diagram of a computer system
that may be used in accordance with certain embodiments of
the present invention.

DETAILED DESCRIPTION

In the following description, for the purposes of explana-
tion, specific details are set forth in order to provide a thor-
ough understanding of embodiments of the invention. How-
ever, it will be apparent that various embodiments may be
practiced without these specific details. The figures and
description are not intended to be restrictive.

Certain embodiments are disclosed for performing non-
event pattern matching on continuous event streams using
variable durations.
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In the context of pattern matching functionality of an
event-processing engine, non-event detection refers to the
detection of a situation when a certain event, which should
have occurred in a particular time frame, does not occur in
that time frame. For example, in a scenario when events occur
in a specific order, non-event detection can be used to detect
the situation where a particular event which is supposed to
occur next in that order in a particular timeframe does not
happen within that timeframe.

In events-based pattern matching, the arrival of an event
may cause a pattern match candidate (sometimes referred to
as a binding) to be started. A time duration is calculated and
associated with the newly created binding, where the time
duration identifies a period of time after which the binding
expires. In the context of non-event pattern matching, this
duration may, for example, identify the timeframe in which
the expected next event is supposed to occur.

In the past, the duration associated with each binding start-
ing due to a pattern match was always constant or fixed. For
example, the DURATION clause, which is used to specify the
duration for a binding could only take a constant or fixed
value as a parameter, for example, “DURATION 10”. With
such a clause, every time a new pattern match binding starts,
the duration for the binding was always set to 10 time units
(10 seconds) and was the same for all bindings. This greatly
limited the ability to use non-event pattern matching to model
real life situations.

Certain embodiments of the present invention provide the
desired flexibility allowing the duration associated with a
binding to be variable for different bindings. For example, a
first event received via an event stream may cause a first
pattern match candidate (i.e., a first binding) to be started and
a second event received via the same event stream may cause
a second pattern match candidate (i.e., a second binding) to be
started. According to certain embodiments of the present
invention, the duration for the first binding can be different
from the duration for the second binding. In this manner, the
duration for one binding can vary from the duration for
another binding. Different bindings used in the context of
non-event pattern matching may thus have different or vari-
able durations associated with them.

In certain embodiments, the duration for a binding may be
based upon a value of an attribute of the event that starts the
binding. For example, the duration may be expressed by a
mathematical expression, where the expression is based upon
one or more event attribute values of the event that causes the
binding to be started. Since the values of the attribute can be
different for different events, the duration calculated for bind-
ings started by the different events may be different. This
provides greater flexibility in performing non-event pattern
matching and enables the processing to be applied to several
real life scenarios, which was not possible in the past where
all bindings had a fixed or constant duration.

As described above, embodiments of the present invention
may be applied to the processing of event streams (also
referred to continuous data streams). A continuous data
stream or an event stream is a stream of data or events that
may be continuous or unbounded in nature with no explicit
end. Logically, an event or data stream is a sequence of data
elements (also referred to as events), each data element hav-
ing an associated timestamp. A continuous event stream may
be logically represented as a bag or set of elements (s, T),
where “s” represents the data portion and “T” is in the time
domain. The “s” portion is generally referred to as a tuple or
event. An event stream is thus a sequence of time-stamped
tuples or events.
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In some embodiments, the timestamps associated with
events in a stream may equate to a clock time. In other
embodiments, however, the time associated with events in an
event stream may be defined by the application domain and
may not correspond to clock time but may, for example, be
represented by sequence numbers instead. Accordingly, the
time information associated with an event in an event stream
may be represented by a number, a timestamp, or any other
information that represents a notion of temporal sequence.
For a system receiving an input event stream, the events arrive
at the system in the order of increasing timestamps. There
could be more than one event with the same timestamp.

In some embodiments, an event in an event stream may
represent an occurrence of some worldly event (e.g., when a
temperature sensor changed value to a new value, when the
price of a stock symbol changed) and the time information
associated with the event may indicate when the worldly
event represented by the data stream event occurred.

For events received via an event stream, the time informa-
tion associated with an event is used to ensure that the events
in the event stream arrive in the order of increasing timestamp
values. This enables events received in the event stream to be
ordered and processed based upon their associated time infor-
mation. In order to enable this ordering, timestamps are asso-
ciated with events in an event stream in a non-decreasing
manner such that a later-generated event has a later timestamp
than an earlier-generated event. As another example, if
sequence numbers are being used as time information, then
the sequence number associated with a later-generated event
is greater than the sequence number associated with an ear-
lier-generated event. Events belonging to the same event
stream are generally processed in the order imposed on the
events by the associated time information, with earlier events
being processed prior to later events. In some embodiments,
multiple events may be associated with the same timestamp
or sequence number, for example, when the worldly events
represented by the data stream events occur at the same time.
In these situations, the events are processed in the order
received.

The time information (e.g., timestamps) associated with an
event in an event stream may be set by the source ofthe stream
oralternatively may be set by the system receiving the stream.
For example, in certain embodiments, a heartbeat may be
maintained on a system receiving an event stream, and the
time associated with an event may be based upon a time of
arrival of the event at the system as measured by the heartbeat.
It is possible for two events in an event stream to have the
same time information. It is to be noted that while timestamp
ordering requirement is specific to one event stream, events of
different streams could be arbitrarily interleaved.

An event stream has an associated schema “S”, the schema
comprising time information and a set of one or more named
attributes. All events that belong to a particular event stream
conform to the schema associated with that particular event
stream. Accordingly, for an event stream (s, T), the event
stream may have a schema ‘S’ as (<time_stamp>, <attribute
(s)>), where <attributes> represents the data portion of the
schema and can comprise one or more attributes. For
example, the schema for a stock ticker event stream may
comprise attributes <stock symbol>, and <stock price>. Each
event received via such a stream will have a time stamp and
the two attributes. For example, the stock ticker event stream
may receive the following events and associated timestamps:
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(<timestamp_N>, <NVDA 4>)
(<timestamp_N+1>, <ORCL,62>)
(<timestamp_N+2>, <PCAR,38>)
(<timestamp_N+3>, <SPOT,53>)
(<timestamp_N+4>, <PDCO,44>)
(<timestamp_N+5>, <PTEN,50>)

In the above stream, for stream element (<timestamp_N+1>,
<ORCL,62>), the event values for attributes “stock_symbol”
and “stock_value” are ORCL and 62, respectively. The times-
tamp associated with the stream element is “timestamp_N+
17. A continuous event stream is thus a flow of events, each
event having the same series of attributes.

FIG. 1 depicts a simplified high level diagram of an event
processing system 100 that may incorporate an embodiment
of the present invention. Event processing system 100 may
comprise one or more event sources (104, 106, 108), an event
processing server (EPS) 102 that is configured to provide an
environment for processing event streams, and one or more
event sinks (110, 112). The event sources generate event
streams that are received by EPS 102. EPS 102 may receive
one or more event streams from one or more event sources.
For example, as shown in FIG. 1, EPS 102 receives an input
event stream 114 from event source 104, a second input event
stream 116 from event source 106, and a third event stream
118 from event source 108. One or more event processing
applications (120, 122, and 124) may be deployed on and be
executed by EPS 102. An event processing application
executed by EPS 102 may be configured to listen to one or
more input event streams, process the events received via the
one or more event streams based upon processing logic that
selects one or more events from the input event streams as
notable events. The notable events may then be sent to one or
more event sinks (110, 112) in the form of one or more output
event streams. For example, in FIG. 1, EPS 102 outputs an
output event stream 126 to event sink 110, and a second
output event stream 128 to event sink 112. In certain embodi-
ments, event sources, event processing applications, and
event sinks are decoupled from each other such that one can
add or remove any of these components without causing
changes to the other components.

In one embodiment, EPS 102 may be implemented as a
Java server comprising a lightweight Java application con-
tainer, such as one based upon Equinox OSGi, with shared
services. In some embodiments, EPS 102 may support ultra-
high throughput and microsecond latency for processing
events, for example, by using JRockit Real Time. EPS 102
may also provide a development platform (e.g., a complete
real time end-to-end Java Event-Driven Architecture (EDA)
development platform) including tools (e.g., Oracle CEP
Visualizer and Oracle CEP IDE) for developing event pro-
cessing applications.

An event processing application is configured to listen to
one or more input event streams, execute logic (e.g., a query)
for selecting one or more notable events from the one or more
input event streams, and output the selected notable events to
one or more event sources via one or more output event
streams. In one embodiment, a query may be specified to
detect non-events, and generate an event stream comprising
output from non-event pattern matching. Non-event detection
is the detection of a situation when a certain event which
should have occurred in a particular time limit does not occur
in that time frame. In certain embodiments, a query for detect-
ing non-events comprises a DURATION clause that causes a
match to be reported only when a regular expression specified
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by the query (e.g., specified by a PATTERN clause) is
matched completely and no other event or input arrives until
the duration specified in the DURATION clause expires. An
event received via an event stream may cause a pattern match
candidate (sometimes referred to as a binding) to be started. A
time duration is calculated and associated with the newly
created binding. This duration associated with the binding
may, for example, identify the timeframe in which the
expected next event is supposed to occur. The duration is
measured from the time of arrival of the event that started the
pattern match. According to certain embodiments of the
present invention, the duration of time computed for a first
binding can be different from another binding for the same
pattern being matched. In this manner, the duration for one
binding can vary from the duration for another binding. Dif-
ferent bindings used in the context of non-event pattern
matching may thus have different or variable durations asso-
ciated with them.

FIG. 1 provides a drilldown for an event processing appli-
cation 120 comprising a query for non-event pattern match-
ing. As shown in FIG. 1, event processing application 120 is
configured to listen to input event stream 118, execute a query
130 comprising logic for performing non-event pattern
matching on input event stream 118, and output results of the
non-event pattern matching via output event stream 128 to
event sink 112. In non-event pattern matching, the output is
triggered by atimer expiry event associated with a binding (as
opposed to an explicit input event on the input stream) since
non-event detection detects a situation when a certain event
which should have occurred in a particular time limit does not
occur in that time frame. A binding is considered expired
when the duration of time associated with the binding has
passed. Examples of event sources include, without limita-
tion, an adapter (e.g., JMS, HTTP, and file), a channel, a
processor, a table, a cache, and the like. Examples of event
sinks include, without limitation, an adapter (e.g., JMS,
HTTP, and file), a channel, a processor, a cache, and the like.

Although event processing application 120 in FIG. 1 is
shown as listening to one input stream and outputting selected
events via one output stream, this is not intended to be limit-
ing. In alternative embodiments, an event processing appli-
cation may be configured to listen to multiple input streams
received from one or more event sources, select events from
the monitored streams or detect non-events, and output the
selected events or the results of non-event matching via one or
more output event streams to one or more event sinks. The
same query can be associated with more than one event sink
and with different types of event sinks.

Due to its unbounded nature, the amount of data that is
received via an event stream is generally very large. Conse-
quently, it is generally impractical and undesirable to store or
archive all the data for querying purposes. The processing of
event streams requires processing of the events in real time as
the events are received by EPS 102 without having to store all
the received events data. Accordingly, EPS 102 provides a
special querying mechanism that enables processing of
events to be performed as the events are received by EPS 102
without having to store all the received events.

Event-driven applications are rule-driven and these rules
may be expressed in the form of continuous queries that are
used to process input streams. A continuous query may com-
prise instructions (e.g., business logic) that identify the pro-
cessing to be performed for received events. Continuous que-
ries may be persisted to a data store and used for processing
input streams of events and generating output streams of
events. Continuous queries may specify filtering and aggre-
gation functions to discover and extract notable events from
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the input event streams or specify processing related to non-
event pattern matching. As a result, the number of outbound
events in an output event stream is generally much lower than
the number of events in the input event stream from which the
events are selected.

Unlike a SQL query that is run once on a finite data set, a
continuous query that has been registered by an application
with EPS 102 for a particular event stream may be executed
each time that an event is received in that event stream. As part
of the continuous query execution, EPS 102 evaluates the
received event based upon instructions specified by the con-
tinuous query.

A continuous query may be programmed using different
languages. In certain embodiments, continuous queries may
be configured using the Continuous Query Language (CQL)
provided by Oracle Corporation and used by Oracle’s Com-
plex Events Processing (CEP) product offerings. Oracle’s
CQL is a declarative language that can be used to program
queries (referred to as CQL queries) that can be executed
against event streams. In certain embodiments, CQL is based
upon SQL with added constructs that support processing of
streaming events data.

In one embodiment, an event processing application may
be composed of the following component types:

(1) One or more adapters that interface directly to the input
and output stream and relation sources and sinks. Adapters
are configured to understand the input and output stream
protocol, and are responsible for converting the event data
into a normalized form that can be queried by an application
processor. Adapters may forward the normalized event data
into channels or output streams and relation sinks. Event
adapters may be defined for a variety of data sources and
sinks.

(2) One or more channels that act as event processing end-
points. Among other things, channels are responsible for
queuing event data until the event processing agent can act
upon it.

(3) One or more application processors (or event processing
agents) are configured to consume normalized event data
from a channel, process it using queries to select notable
events or detect non-event situations, and forward (or copy)
the selected notable events to an output channel.

(4) One or more beans may be configured or registered to
listen to the output channel, and may be triggered by the
insertion of a new event into the output channel. In some
embodiments, this user code is a plain-old-Java-object
(POJO) or the user code may use Oracle CEP event bean API
so that the bean can be managed by Oracle CEP. The user
application can make use of a set of external services, such as
JMS, Web services, and file writers, to forward the generated
events to external event sinks.

In one embodiment, an event adapter provides event data to
an input channel. The input channel is connected to a CQL
processor associated with one or more CQL queries that
operate on the events offered by the input channel. The CQL
processor is connected to an output channel to which query
results are written.

In some embodiments, an assembly file may be provided
for an event processing application describing the various
components of the event processing application, how the
components are connected together, event types processed by
the application. Separate files may be provided for specifying
the continuous query or business logic for selection of events.

It should be appreciated that system 100 depicted in FIG. 1
may have other components than those depicted in FIG. 1.
Further, the embodiment shown in F1G. 1 is only one example
of'a system that may incorporate an embodiment of the inven-
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tion. In some other embodiments, system 100 may have more
or fewer components than shown in FIG. 1, may combine two
or more components, or may have a different configuration or
arrangement of components. System 100 can be of various
types including a personal computer, a portable device (e.g.,
a mobile telephone or device), a workstation, a network com-
puter, a mainframe, a kiosk, a server, or any other data pro-
cessing system. In some other embodiments, system 100 may
be configured as a distributed system where one or more
components of system 100 are distributed across one or more
networks in the cloud.

The one or more of the components depicted in FIG. 1 may
be implemented in software, in hardware, or combinations
thereof. In some embodiments, the software may be stored in
memory (e.g., a non-transitory computer-readable medium),
ona memory device, or some other physical memory and may
be executed by one or more processing units (e.g., one or
more processors, one or More Processor cores, one or more
GPUs, etc.).

Non-Event Pattern Matching

As described above, non-event detection refers to the
detection of a situation when a certain event, which should
have occurred in a particular time frame, does not occur in
that time frame. For example, in a scenario when events occur
in a specific order, non-event detection can be used to detect
the situation where a particular event which is supposed to
occur next in that order in a particular timeframe does not
happen within that timeframe.

In certain event processing systems, non-event detection
can be accomplished using non-event pattern matching. The
following are some non-limiting examples where non-event
detection is applicable.

Example #1
Purchase Order Tracking Application

A purchase-order tracking system has to be capable of
tracking orders where the ordered items have not been
shipped even though the estimated time of delivery for the
ordered items has elapsed. For example, the workflow for the
purchase-order system may be: order is placed, order is pro-
cessed; and ordered items are shipped and an estimated time
of delivery may be provided for the orders. The application is
configured to report a non-event when an order is placed, is in
process, but has not yet been shipped even though the esti-
mated time of delivery has elapsed. Here, placing an order
and shipping of items may be modeled as separate events. It
can be observed that the estimated time of delivery can be
inherently dependent on the items being ordered and shipped
since this could be different for different purchase orders
depending on the items involved. This variability based upon
the items being shipped cannot be modeled using conven-
tional fixed duration non-event pattern matching but can be
done using certain embodiments of the present invention. The
three worktlow states may be modeled as events and an event
stream may be defined and received having the schema
<orderld, orderDesc, eventlype, estimatedTimeOfDeliv-
ery>, where eventType can have three possible values
“placed”, “in Process”, and “shipped”. The event processing
application reports a non-event when an order is “placed”,
then is “in Process” but it has not yet “shipped” even though
the “estimatedTimeOfDelivery” has elapsed after it was
“placed”. Certain embodiments of the present invention
enable the “estimatedTimeOfDelivery” to be different for
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different types of orders. A CQL query for performing this
non-detection is provided below.

Example #2
Airport Passenger Tracking Application

Airlines may wish to track the time when a passenger lands
and when the passenger arrives at the baggage claim area. An
airline may expect that upon landing the passenger shows up
at the baggage claim area within a particular timeframe, say
30 minutes. This timeframe expectation may be different for
different airlines. In this scenario, the landing of a passenger
and the passenger’s arrival at the baggage claim area may be
modeled as separate events: event A for landing and event B
for arrival at the baggage claim area. The landing may be
modeled using a regular expression as (A). The duration for
this pattern may be expressed as (T+delay), where T is the
time when a passenger lands (i.e., timestamp of event A) and
where “delay” is the time an airline expects the passenger to
be at the baggage claim area (i.e., the occurrence of event B).
The “delay” may be 30 mins for one airline, and may be
airline specific. Non-events may be reported when event A
occurs (i.e., the pattern is matched) but event B does not occur
within the duration after occurrence of event A.

Referring back to Example #1 (Purchase Order Tracking
example), a stream of events “PurchaseOrderTracking” may
be received having the following schema <orderld, order-
Desc, eventType, estimatedTimeOfDelivery>. As indicated
above, eventlype can have three possible values: “placed”,
“in Process” and “shipped”. A CQL query may be defined for
reporting a match when an order is “placed”, then it is “in
Process” but it has not yet been “shipped” even though the
“estimatedTimeOfDelivery” has elapsed after it was
“placed”. Here the “estimated TimeOfDelivery” can be dif-
ferent for different types of orders. The attribute “estimated-
TimeOfDelivery” of “PurchaseOrderTracking” stream can
stand as the DURATION sub-clause expression. In one
embodiment, this can be captured using a CQL query (qDe-
layedShipments) having a variable duration clause as fol-
lows:

Create query qDelayedShipments as
SELECT
T.id as orderld, T.desc as description
FROM PurchaseOrderTracking MATCH_RECOGNIZE(
PARTITION BY orderId
MEASURES
A.orderld as id, A.orderDesc as desc
ALL MATCHES
INCLUDE TIMER EVENTS
PATTERN (A B) DURATION estimated TimeOfDelivery
DEFINE
A as A.eventType = ‘placed’,
B as B.eventType = ‘inProcess’
yasT

Here, the estimatedTimeOfDelivery is an attribute of the
input event stream schema. Accordingly, for a received input
event that starts a pattern match candidate for pattern (AB),
the duration for that pattern match candidate is determined
based upon the value of the estimatedTimeOfDelivery
attribute of the input event starting the pattern.

The gDelayedShipments query comprises several CQL
clauses, which are described below. In one embodiment, the
CQL language construct MATCH_RECOGNIZE clause is
used for performing pattern recognition in a CQL query.
Using a MATCH_RECOGNIZE clause, a user can define
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conditions on the attributes of incoming events and identify
conditions for pattern matching by using identifiers called
correlation variables. A sequence of consecutive events or
tuples in the input stream, each satistying certain conditions
constitutes a pattern. The pattern recognition functionality
allows a user to define conditions on the attributes of incom-
ing events or tuples and to identify these conditions by using
string names called correlation variables. In the qDelayed-
Shipments query, “A” and “B” are the correlation variables.
The pattern to be matched is specified as a regular expression
over these correlation variables and it determines the
sequence or order in which conditions should be satisfied by
different incoming events to be recognized as a valid match.
A sequence of consecutive events in the input stream satisfy-
ing these conditions constitutes a pattern. In one embodiment,
the output of a MATCH_RECOGNIZE query is a stream.

In query gDelayedShipments shown above, the
MATCH_RECOGNIZE clause has several sub-clauses. The
DEFINE sub-clause specifies the Boolean condition for each
correlation variable. This may be specified as any logical or
arithmetic expression and may apply any single-row or aggre-
gate function to the attributes of events that match a condition.
On receiving a new event via the input stream, the conditions
of the correlation variables that are relevant at that point in
time are evaluated. An event is said to have matched a corre-
lation variable if it satisfies its defining condition. A particular
input can match zero, one, or more correlation variables. The
relevant conditions to be evaluated on receiving an input
event are determined by the processing logic governed by the
PATTERN clause regular expression and the state in pattern
recognition process thathas been reached after processing the
earlier inputs. The condition can refer to any of the attributes
of the schema of the stream or view that evaluates to a stream
onwhich the MATCH_RECOGNIZE clause is being applied.
A correlation variable in the PATTERN clause need not be
specified in the DEFINE clause: the default for such a corre-
lation variable is a predicate that is always true. Such a cor-
relation variable matches every event.

The PARTITION BY sub-clause specifies the stream
attributes by which a MATCH_RECOGNIZE clause should
partition its results. Without a PARTITION BY clause, all
stream attributes belong to the same partition. When a PAR-
TITION BY clause is present along with pattern matching,
the input stream is logically divided based on the attributes
mentioned in the partition list and pattern matching is done
within a partition.

The MEASURES sub-clause exports (e.g., makes avail-
able for inclusion in the SELECT clause) one or more
attribute values of events that successfully match the pattern
specified and also enables expressions to be specified on those
attribute values. This clause may be used to define expres-
sions over attributes of the events in the event stream that
match the conditions (correlation variables) in the DEFINE
clause and to alias these expressions so that they can suitably
be used in the SELECT clause of the main query of which this
MATCH_RECOGNIZE condition is a part. The attributes of
an event stream may be referred to either directly or via a
correlation variable.

The ALL. MATCHES sub-clause is optional and used to
specify how overlapping patterns are to be treated. The pres-
ence of the ALL MATCHES clause cause all the matched
pattern instances on receiving a particular input to be
reported. Omitting the ALL, MATCHES clause causes only
one pattern (the longest match) to be output. For example, if
the pattern to be matched is (AB*), then ALL. MATCHES will
cause all matched and overlapping patterns to be output such
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as A, AB, ABB, ABBB. Omitting this clause will only output
the longest matched pattern, i.e., ABBB.

The INCLUDE TIMER EVENTS sub-clause is used in
conjunction with the DURATION clause (described below)
for non-event detection queries. Typically, in most pattern
match queries, a pattern match output is always triggered by
an input event on the input stream over which a pattern is
being matched. The exception is non-event detection queries
where there could be an output triggered by a timer expiry
event (as opposed to an explicit input event on the input
stream).

The PATTERN sub-clause specifies the pattern to be
matched as a regular expression over one or more correlation
variables. Incoming events must match these conditions in the
order given (from left to right). The regular expression may be
composed of correlation variables and pattern qualifiers such
as:

*: 0 or more times

+: 1 or more times

?: 0 or 1 time, etc.

In certain embodiments, the one-character pattern quantifiers
shown above are maximal or “greedy”; they will attempt to
match as many instances of the regular expression on which
they are applied as possible. The pattern quantifiers can also
be two characters, which are minimal or “reluctant”; they will
attempt to match as few instances of the regular expression on
which they are applied as possible. Examples of two character
quantifiers include without limitation:

*?: 0 or more times

+?: 1 or more times

??:0or1 time

As an example of pattern matching, consider the following
pattern:

PATTERN (AB*C)

This pattern clause means a pattern match will be recognized
when the following conditions are met by consecutive incom-
ing input events:

State 1: Exactly one event tuple matches the condition that
defines correlation variable A, followed by

State 2: Zero or more tuples that match the correlation vari-
able B, followed by

State 3: Exactly one tuple that matches correlation variable C.

The states State 1, State 2, and State 3 represent the various
states for the pattern (AB*C), with State 3 being the final state
for the pattern. When a pattern match is in a particular state
and can either remain in the same particular state or can
transition from the particular state to the next state due to the
next event, it implies that the binding can grow. A pattern is
considered matched if the binding is in the final state. While
in state 2, if a tuple or event arrives that matches both the
correlation variables B and C (since it satisfies the defining
conditions of both of them) then as the quantifier * for B is
greedy, that tuple will be considered to have matched B
instead of C. Accordingly, due to the greedy property B gets
preference over C and we match a greater number of B. Had
the pattern expression be A B*? C, one that uses a lazy or
reluctant quantifier over B, then a tuple matching both B and
C will be treated as matching C only. Thus C would get
preference over B and we will match fewer B.

In the gDelayedShipments query above, the pattern (A B)
is matched when:

State 1: Exactly one event tuple matches the condition that
defines correlation variable A, i.e., an event with an eventType
“placed”, followed by

State 2 (Final state): Exactly one tuple that matches correla-
tion variable B, i.e., an event with an eventType “in Process”.
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The states State 1 and State 2 represent the various possible
states for the pattern (AB), with State 2 being the final state for
the pattern.

The DURATION sub-clause is used when writing a query
involving non-event detection. Using this clause, a match is
reported only when the regular expression in the PATTERN
clause is matched completely and no other event or input
arrives until the duration specified in the DURATION clause
expires. The DURATION clause has an associated time
parameter that specifies the time duration for the DURATION
clause, for example,

DURATION <time_parameter>
The time_parameter is used to compute the time duration for
abinding or a pattern match candidate (or binding) started due
to an input event for a particular pattern. The time duration
indicates the length of time, from the time of arrival of the
event leading to the starting of the pattern match or binding,
that the binding can grow.

In the past, the time_parameter was always a constant or
fixed value. Certain embodiments of the present invention
enable the time_parameter specified in the DURATION
clause of a pattern query for non-events detection to be vari-
able. As described above, in previous implementations, users
could only have a constant or fixed value in the DURATION
clause. Certain embodiments of the present invention enable
the variable DURATION clause to be based upon a varying.

For example, the time_parameter of the DURATION
clause may be a function of one or more attributes of an input
event. For example, for the pattern (AB) in query qDelayed-
Shipments, the DURATION clause time_parameter is “esti-
matedTimeOfDelivery” and the duration period is set to the
value of the estimatedTimeOfDelivery attribute of the
received event that started a match. Since the value of this
attribute could be different for different events that start a
match, the value of the duration specified by the DURATION
clause can be different for different events. Accordingly, for
an underlying input stream having a schema comprising one
or more attributes, the time_parameter of the DURATION
clause may be based upon one or more of the event attributes.
For example, if an event “E” has an attribute “attr”, then an
example of the DURATION clause may be “DURATION
E.attr”. Here, the time_parameter is set to the value of E.attr,
which causes the duration period associated with a binding
resulting from receipt of event “E” to be set to the value of
attribute E.attr.

As another example, the time_parameter associated with
the DURATION clause may specify an expression (e.g., an
arithmetic expression) that is evaluated and the result of the
evaluation is the value given to resultant duration period for
the DURATION clause. In some embodiments, the expres-
sion may involve one or more attributes of an event. For
example, if an event “E” having attributes “attr__ 1, “attr_ 27,
examples of arithmetic expressions for the time_parameter
may include without limitation:

DURATION E.attr_1

DURATION E.attr__1+C, where C is some constant (e.g.,

E.attr_1+4)

DURATION E.attr__1+E.attr_ 2

DURATION 2* E.attr_ 2
Since the values of the attributes of the received events can be
different from one event to another, evaluation of the arith-
metic expression can result in different duration values for to
be associated with binding resulting from matches due to the
different events. Accordingly, embodiments of the present
invention enable both fixed/constant or variable values
for DURATION.
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In the context of pattern matching, the DURATION clause
is evaluated at runtime when an event arrives on the input
event stream and starts a pattern match (i.e., creates a new
binding) (or multiple pattern matches). The expression asso-
ciated with the DURATION clause when such a binding starts
and the value obtained from evaluation of the expression is
identified as the duration for the binding. Accordingly, the
value of this expression is treated as the DURATION value
for a pattern match (if any) starting at that event.

Accordingly, a user can design a CQL query for non-event
detection and specify an expression (e.g., an arithmetic
expression) for the DURATION to suit the user’s needs. The
user is able to specify the duration of non-event detection as
an arithmetic expression possibly involving one or more
attributes of the base stream on which the pattern query is
being defined. The use of a variable value for duration is
useful when it is seen on an event-to-event basis i.e., for every
input event the duration could be different.

FIG. 2 depicts a simplified flowchart 200 depicting pro-
cessing performed upon receiving an event according to an
embodiment of the present invention. The processing
depicted in FIG. 2 may be implemented in software (e.g.,
code, instructions, program) executed by one or more pro-
cessing units (e.g., processors cores), hardware, or combina-
tions thereof. The software may be stored in memory (e.g., on
a memory device, on a non-transitory computer-readable
storage medium). The particular series of processing steps
depicted in FIG. 2 is not intended to be limiting. In certain
embodiments, the processing depicted in FIG. 2 may be per-
formed as part of the continuous query execution each time
that an input event is received via an event stream.

At 202, an input event is received via an event stream. The
event may have associated time information (e.g., a times-
tamp). In some instances, the time associated with an event
may represent the time when the event was received.

At 204, a determination is made ifthe event received in 202
starts a pattern match candidate (also referred to as a binding).
The event starts a binding if the event causes the first corre-
lation variable in the PATTERN to be matched. Such a match
implies that a new pattern match can start at this event. If the
event starts a new binding, then processing continues with
206 else processing continues with 214. Using the qDelayed-
Shipments query described above as an example, the pattern
is (AB), where is A is an event whose eventType is “placed”
and B is an event whose eventType is “in Process”. Accord-
ingly, if an event is received in 202 whose eventType is
“placed”, then it starts a pattern match since the event matches
the “A” part of the (AB) pattern (i.e., state 1 is satisfied). The
pattern match may also be referred to as a binding. The pattern
match or binding has the potential to grow further. Such a
binding that has the potential to grow further is referred to as
an active binding.

At 206, a duration is computed for the newly started bind-
ing. The duration for the binding is based upon the time_pa-
rameter specified in the DURATION clause in the query. The
time duration identifies a period of time after which the bind-
ing expires. All events comprising the pattern match happen
in the time frame specified by the duration and no other event
happens after the last event contributing to a match (as per the
PATTERN clause) has occurred and before the duration
expires/completes. Accordingly, in 206, the time_parameter
for the DURATION clause is evaluated and the result of the
evaluation is the value of the time period duration.

In some cases, as in previous implementations, the
time_parameter may be a fixed value. In such cases, the
duration is set to that fixed value.
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In certain embodiments, the time_parameter may specify a
variable value. For example, the time_parameter of a DURA-
TION clause may be based upon an attribute of an event. In
other scenarios, the time_parameter may be expressed as an
expression (e.g., an arithmetic expression) involving one or
more attributes of the event. As part 0f 206, the values of these
one or more attributes of the event received in 202 are deter-
mined and used to compute the duration. If an expression
(e.g., an arithmetic expression) involving one or more
attributes of the event has been specified, then in 206, the
values of the one or more attributes are determined and used
to evaluate the arithmetic expression. The duration is the
result of the arithmetic expression evaluation. For example,
for a DURATION clause,

DURATION c14+5, where c¢1 is an attribute of the event,
the value of attribute c1 of the event received in 202 is deter-
mined and the “c1+5” arithmetic expression evaluated using
the determined value. The result of the evaluation is the time
of duration for the new binding.

Since the values of the attributes can be different for dif-
ferent events that start a new binding, the evaluation of the
arithmetic expression may result in different time period val-
ues for different bindings. In this manner, the duration time
periods associated with different bindings started due to
events received via the same event stream and for the same
specified pattern may be different.

At208, an expiration time (or target time) is determined for
the newly started binding based upon the duration value deter-
mined in 206. The target time for the binding is obtained by
adding the duration value determined in 206 to the timestamp
of'the event received in 202 that started the binding. Accord-

ingly,

Target time(7';)=Time of Event(7)+Duration time
period(7p)

For example, if the event received in 202 has an associated
timestamp of 5 seconds and the duration value determined in
206 is 10 seconds, then the target time for the binding started
as a result of the event is 5+410=15 second mark. The 15
second mark marks the expiration time associated with the
binding.

At210, the target time determined in 208 is associated with
the newly started active binding. Processing then continues
with 214.

At 214, other events-related processing triggered by the
event received in 202 may be performed. For example, in one
embodiment, the processing depicted in FIG. 3 may be per-
formed as part of 214. After the processing in 214 is per-
formed, at 212, the event processing system waits for the next
event to arrive. The processing depicted in FIG. 2 may then be
repeated for the next event.

Once a new binding has been generated, as subsequent
events arrive, processing is performed by the event processing
system to determine whether the binding will grow or getto a
state where the binding cannot grow. Further, the events pro-
cessing system tracks the bindings and their associated target
or expiration times and performs appropriate processing
when the expiration time associated with a binding has passed
or expired (i.e., when the binding has expired).

FIG. 3 depicts a simplified flowchart 300 depicting pro-
cessing performed upon receiving an event with respect to
existing bindings according to an embodiment of the present
invention. The processing depicted in FIG. 3 may be imple-
mented in software (e.g., code, instructions, program)
executed by one or more processing units (e.g., processors
cores), hardware, or combinations thereof. The software may
be stored in memory (e.g., on a memory device, on a non-
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transitory computer-readable storage medium). The particu-
lar series of processing steps depicted in FIG. 3 is not
intended to be limiting. In certain embodiments, the process-
ing depicted in FIG. 3 may be performed as part of the
continuous query execution each time that an input event is
received via an event stream.

FIG. 3 shows processing with respect to a single binding
that already exists. It should however be apparent that more
than one binding can exist, each created due to the start of a
pattern match based upon previously received events. Each of
these multiple bindings may be processed by the processing
depicted in FIG. 300 and described below.

At 302, an event is received via the event stream. Each
event has associated time information (e.g., timestamp). This
time information is used to determine whether that target time
(or expiration time) associated with a preexisting binding has
passed or expired, i.e., whether the binding has expired.

Accordingly, at 304, a check is made to see if the target or
expiration time associated with the preexisting binding is the
same as or less than the timestamp associated with the event
received in 302. If it is determined in 304 that the target or
expiration time associated with the preexisting binding is the
same as or less than the timestamp associated with the event
received in 302, then it indicates that the binding has expired
and processing continues with 314, else it indicates that the
binding has not expired and processing continues with 306.

At 306, a determination is made whether the active binding
can be grown based upon the event received in 302. As pre-
viously described, when a binding is in a particular state of the
various possible states for the pattern being matched and can
either remain in the same particular state or can transition
from the particular state to the next state as a result of the next
event, it implies that the binding can grow. For example, a
binding can be grown further if the input event received in 302
matches the next allowed variable as per the PATTERN regu-
lar expression, where the next allowed variable depends upon
the point which the current active binding represents in the
pattern match. Accordingly, in 306, a determination is made if
the preexisting binding can be grown as a result of the event
received in 302. If it is determined in 306 that the binding can
grow, then the binding is grown at 308, else the binding is
dropped from processing at 310. Processing then continues
with 312 where the event processing system waits for the next
event to arrive.

Using the gDelayedShipments query as an example, the
preexisting binding being processed may be in State 1 for
pattern (AB) due to the previous event having matched A. If
the event received in 302 matches B of the pattern (i.e., the
eventType of the event received in 302 is “in Process™), that
the binding can be and is grown from A to AB (the state of the
binding transitions from State 1 to State 2) in 308. However,
if the event received in 302 does not match B (i.e., the event-
Type of the event received in 302 is not “in Process™), then the
binding cannot grow and the binding is dropped from pro-
cessing per 310.

Referring back to 304, if it is determined in 304 that the
target or expiration time associated with the preexisting bind-
ing is the same as or less than the timestamp associated with
the event received in 302, then it indicates that the binding has
expired and processing continues with 314. At 314, a check is
made to see if the binding is in the final state of the pattern
matching states. If the binding is not in the final state, it
implies that the specified pattern has not been matched within
the duration associated with the binding and the binding is
dropped from processing per 310. Ifthe binding is in the final
state, it implies that the specified pattern has been matched
within the duration associated with the binding and, at 316, a
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non-event is reported. In one embodiment, the MEASURE
clause identifies that information to be output. The MEA-
SURE clause expression is thus evaluated and the informa-
tion then output. Processing then continues with 312 where
the system waits for the next event to arrive.

For example, for the (AB) pattern in qDelayedShipments,
a check is made in 314 to see if the binding is in State 2 (i.e.,
AB has been matched). If not, it implies that the AB pattern
has not been matched within the duration associated with the
binding and the binding is dropped from processing per 310.
If it is determined in 314 that the binding is in the final state
(i.e., AB has been matched), then it indicates that an event was
received indicating that an order has been placed (match to A)
followed by an event that indicates that the order is in process
(match to AB), but no following event has been received to
indicate that the order has been shipped within the time dura-
tion (i.e., the estimated TimeOfDelivery) associated with that
binding. Accordingly, a non-event is reported out in this case.

The processing depicted in FIGS. 2 and 3 and described
above assumes that the event received in 302 is an actual data
event. In some embodiments, the event received in 302 may
also be aheartbeat event, which is a special type of input event
that is used to convey just time progress information. A heart-
beat event does not have any value for the other attributes
associated with a regular data event. An event processing
system may be configured to send heartbeat events automati-
cally at periodic intervals, which can be configured by a user
of the system. Heartbeat events are then automatically gen-
erated and sent at the periodic intervals if no other actual event
is received within that period (i.e., the event stream is silent
for that time period). For example, for system-timestamped
sources (which are frequently used in event processing appli-
cations), the period after heartbeat events are automatically
sent can be specified when the stream/relation is silent for
some time period. An input channel may be configured to
send heartbeat tuples at configurable periods. It is to be noted
that not all systems need to have a heartbeat event sending
mechanism.

Since a heartbeat event does not contain any data attributes,
in FIG. 2, upon receiving a heartbeat event, processing would
continue with 214. Since the heartbeat event conveys passage
of time information, in FIG. 3, upon receiving a heartbeat
event, the processing in 304 would be performed to determine
if the binding has expired. If determined to be expired then the
processing would proceed with 314. If not expired, then pro-
cessing would continue with 312.

The results from non-event pattern matching processing
may be reported out in various ways. For example, when the
ALL MATCHES sub-clause is specified, all the matched
pattern instances are reported. Omitting the ALL. MATCHES
clause causes only one pattern (the longest match) to be
output. Accordingly, appropriate processing may be per-
formed in 316 when a non-event is reported. For example,
when the AL MATCHES CLAUSE is not present, only the
longest match may be identified from among multiple over-
lapping bindings and longest match reported out and not the
others. Additional customized methods for reporting out non-
events are described below.

The processing depicted in FIG. 3 and described above can
be used to handle constant or fixed period DURATION
clauses (from prior implementations) or variable duration
DURABLE clauses according to certain embodiments of the
present invention. Accordingly, a common generalized
method is provided for handling non-event detections.

FIG. 4 depicts modules and data structures that may be
used to implement non-event detection using variable dura-
tion according to an embodiment of the present invention.
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The modules depicted in FIG. 4 may be implemented in
software or hardware, or combinations thereof. Further, the
modules and data structures depicted in FIG. 4 are not
intended to be limiting. Alternative embodiments may have
more or less modules than those shown in FIG. 4 in various
arrangements and combinations.

Inthe embodiment depicted in FIG. 4, the modules include
a new binding generator 402, a bindings manager 404, a
duration and expiration time evaluator 406, and an output
module 410. An event 400 received by an event processing
system may be forwarded to new binding generator 402 and
bindings manager 404. In certain embodiments, new binding
generator 402 is configured to determine if the received event
starts a new binding or pattern match. If a new binding is
generated, new bindings generator 402 may use duration and
expiration time evaluator 406 to determine a duration for the
binding and an expiration time (target time) for the binding.
Duration and expiration time evaluator 406 may evaluate the
time_parameter associated with the DURATION clause to
determine a time of duration for the binding. Based upon the
computed duration and based upon the time associated with
event 400, evaluator 406 may determine a target or expiration
time for the newly generated binding. New binding generator
402 may then associate the target time received from evalu-
ator 406 with the newly generated binding. The newly gen-
erated binding and its associated target time may then be
forwarded to bindings manager 404. In one embodiment, new
binding generator 402 and duration and expiration time
evaluator 406, in combination, are configured to perform the
processing depicted in FIG. 2 and described above.

In certain embodiments, bindings manager 404 may be
configured to perform processing for managing the bindings
as events are received by the event processing system. For
example, in one embodiment, bindings manager 404 may be
configured to perform the processing depicted in FIG. 3 and
described above. When a non-event is detected, bindings
manager 404 may use the services of an output module 410 to
report out the non-event.

The modules depicted in FIG. 4 may use various data
structures 408 to facilitate the processing of events and detec-
tion of non-events. For example, new binding generator 402
and bindings manager 404 may use various data structures as
part of generating new bindings and performing bindings-
related processing, including detection of non-events,
according to an embodiment of the present invention.

The following query (query tkpattern_ql) represent
another CQL query for detecting non-events.

The use and result of a variable duration non-event pattern
matching is explained using the following simple non-limit-
ing example. Suppose that a CQL query is specified as fol-
lows:

create query tkpattern_ql as select T.c2, T.p1, T.p2 from tkpattern_S
MATCH_RECOGNIZE (

PARTITION BY c2

MEASURES A.cl aspl, B.cl as p2, A.c2 asc2

INCLUDE TIMER EVENTS

PATTERN(A B*) DURATION c1+4 DEFINE B as B.cl !=A.cl)as T

In this example, the DURATION is specified as “cl+4”,
where “c1” is an attribute of the input event stream. The input
stream is partitioned based upon the value of attribute c2 of
the input event. The pattern to be matched is (AB*) and
pattern matching is to be performed on a per partition basis.
This pattern is matched as long as two consecutive events in
a partition do not have the same value for attribute c1.



US 9,098,587 B2

19

Table A shown below shows a stream of events and the
output obtained from performing non-event pattern matching
using a variable duration according to an embodiment of the
present invention. This example is not intended to be limiting.

TABLE A
Input Data Output Obtained
Schema: (Timestamp, cl, ¢2) Schema: (Timestamp, T.c2, T.pl, T.p2)
(1,10, ORCL) (9, MSFT, 4, 2)
(1, 10, GOOG) (15, ORCL, 10, 15)
(1,4, MSFT) (15, GOOG, 10, 100)
(3, 6, MSFT)
(4,22, 0RCL)
(6, 444, ORCL)
(7,83, ORCL)
(7,2, MSFT)
(8, 80, GOOG)
(9, 88, ORCL)

(10, 11, MSFT)
(11,12, ORCL)
(11, 100, GOOG)
(11,22, ORCL)
(11,15, ORCL)
(16,13, ORCL)
(18,17, ORCL)

The output shown in Table C can be explained as follows:

(1) The event (1, 10, ORCL) marks the start of a candidate
pattern match (i.e., anew binding is generated) in the partition
corresponding to ¢2 value of “ORCL” since it matches A. At
this time the duration expression cl+4 is evaluated and the
duration is computed to be 14 seconds ((value of c1 of the
event starting the pattern match candidate)+4=10+4=14). The
expiry time for this newly generated active binding is com-
puted to be the 15 second mark (timestamp of event starting
the active binding+duration expression evaluation=1+
14=15). So if the binding starting with event (1, 10, ORCL)
continues to grow it will be output at its target time 15 second
mark. As can be seen from the flow of events in Table A, the
subsequent events in the “ORCL” partition keep matching to
B (i.e., B.cl 1=A.cl) and so the pattern match AB* grows till
the target time (15 second mark) is reached. When event (16,
13, ORCL) with timestamp 16 is received, it is determined
(per 304 in FIG. 3) that the time of the input event is greater
than the target time of 15 seconds associated with the binding
in the “ORCL” partition. A check is then made to see if the
binding is in the final state and it is determined that the
binding is indeed in the final state (i.e., the AB* pattern has
been matched). The detection of a non-event is thus reported.
Per the query specified output (Timestamp, T.c2, T.p1, T.p2),
the output is (15, ORCL, 10, 15).

(2) The event (1, 10, GOOG) marks the start of a candidate
pattern match (i.e., anew binding is generated) in the partition
corresponding to ¢2 value of “GOOG” since it matches A. At
this time the duration expression cl+4 is evaluated and the
duration is computed to be 14 seconds ((value of c1 of the
event starting the pattern match candidate)+4=10+4=14). The
expiry time for this newly generated active binding is com-
puted to be the 15 second mark (timestamp of event starting
the active binding+duration expression evaluation=1+
14=15). So if the binding starting with event (1, 10, GOOG)
continues to grow it will be output at its target time 15 second
mark. As can be seen from the flow of events in Table A, the
subsequent events in the “GOOG” partition keep matching to
B (i.e., B.cl 1=A.cl) and so the pattern match AB* grows till
the target time (15 second mark) is reached. When event (16,
13, ORCL) with timestamp 16 is received, it is determined
(per 304 in FIG. 3) that the time of the input event is greater
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than the target time of 15 seconds associated with the binding
in the “GOOG” partition. A check is then made to see if the
binding is in the final state and it is determined that the
binding is indeed in the final state (i.e., the AB* pattern has
been matched). The detection of a non-event is thus reported.
Per the query specified output (Timestamp, T.c2, T.p1, T.p2),
the output is (15, GOOG, 10, 100).

(3) The event (1, 4, MSFT) marks the start of a candidate
pattern match (i.e., a new binding is generated) in the partition
corresponding to c2 value of “MSFT” since it matches A. At
this time the duration expression cl+4 is evaluated and the
duration is computed to be 8 seconds ((value of'c1 of the event
starting the pattern match candidate)+4=4+4=8). The expiry
time for this newly generated active binding is computed to be
the 9 second mark (timestamp of event starting the active
binding+duration expression evaluation=1+8=9). So if the
binding starting with event (1, 4, MSFT) continues to grow it
will be output at its target time 9 second mark. As can be seen
from the flow of events in Table A, the subsequent events in
the “MSFT” partition keep matching to B (i.e., B.cl 1=A.c1)
and so the pattern match AB* grows till the target time (9
second mark) is reached. When event (9, 88, ORCL) with
timestamp 9 is received, it is determined (per 304 in FIG. 3)
that the time of the input event is equal to the 9 seconds target
time associated with the binding in the “MSFT” partition. A
check is then made to see if the binding is in the final state and
it is determined that the binding is indeed in the final state
(i.e., the AB* pattern has been matched). The detection of a
non-event is thus reported. Per the query specified output
(Timestamp, T.c2, T.p1, T.p2), the output is (9, MSFT, 4, 2).

In one embodiment, the DDIL for pattern clause
(MATCH_RECOGNIZE) construct does not need to change.
At the parser level, the DURATION sub-clause can now map
to any of the following:

duration clause

: RW_DURATION time_spec

IRW_DURATION RW_MULTIPLES
time_spec

IRW_DURATION non_const_arith_expr

IRW_DURATION non_const_arith_expr time_unit

Where the last two productions in the rule correspond to
variable duration support. In one embodiment, the default
time unit is SECONDS.

The results from non-event pattern matching processing
may be reported out in various ways. In certain embodiments,
special processing may be performed to ensure that the match
outputs are not output out of order. For example, the following
two scenarios are examples where variable duration non-
event detection may cause match outputs to be reported out-
of-order:

1. No partitions, ALL. MATCHES

2. Partitions, SKIP PAST LAST ROW
Output-related processing may be performed for each of the
above scenarios to ensure that the results are output in order.
In-order matching may be used by some event processing
applications and not others. It is to be understood that the
in-order related processing described below is not needed or
essential to the embodiments of the present invention as
recited in the claims.

(1) No Partitions, ALL, MATCHES

As described above, when the ALL MATCHES clause is
specified in a query, all the matched pattern instances are
reported, including overlapping patterns, not just the longest
match. Due to the variable nature of the durations associated
with individual bindings, it is possible to have the situation
described diagrammatically in FIG. 5. As shown in FIG. 5,
there are two currently active bindings that have completed

RW_OF
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their respective duration time. In the scenario shown in FIG.
5, active binding 2 (the second active binding) started later
than active binding 1 (the first active binding) (i.e., the times-
tamp associated with the event that gave rise to the second
active binding is later than the timestamp associated with the
event that gave rise to the first active binding) but the second
binding has completed its duration earlier than the first bind-
ing that started earlier. This is because the duration deter-
mined for the second binding was smaller than the duration
associated with the first binding. This can happen only with
embodiments that use variable duration values.

Accordingly, in the situation in FIG. 5, a binding that
started later has completed its duration earlier than the one
that started earlier. Given such a situation, in certain embodi-
ments, the desired output is in the order of the target or
expiration times associated with the bindings. The problem
here however is that if the bindings are processed in the
normal order, i.e., the order in which the bindings were
started, then this would cause the first match (i.e., the first
active binding) to be output earlier than the second match
(i.e., the second output binding), even though the second
output binding has a lower associated target time.

In one embodiment, to ensure in-order output of the bind-
ings for the ALL. MATCHES case, a data structure (e.g., a
treeset) is used to keep all the active bindings sorted in
increasing order of target time. When such a data structure is
iterated over, the binding with an earlier or lower target time
(e.g., the second binding in FIG. 5) will be processed before
a binding with a later or higher target time (e.g., the first
binding in FIG. 5). This allows bindings to be output in
correct order of the target times.

In certain embodiments, in order to perform in-order
reporting of matches, the concept of an “unsure” binding is
introduced. An unsure binding is a binding which cannot
grow further and has reached final state and its associated
target time has passed. Itis labeled as “unsure” to indicate that
even though the match has completed whether or not the
binding is to be output is unsure. The target time associated
with an unsure binding is referred as the matchedT time (a
matchedT is associated with an unsure binding whereas a
target time is for an active binding, but the value is the same).
Once an active binding’s target time has expired and the
binding has reached the final state of the pattern (i.e., the
regular expression specified by PATTERN has been
matched), the binding is moved to a list of unsure bindings. A
list may be also maintained of all active bindings whose
durations have not expired (i.e., whose target times have not
passed).

In one embodiment, the processing for the “no partitions
ALL MATCHES” case may be implemented using the fol-
lowing data structures:

(1) Active binding TreeSet: A TreeSet is maintained storing
active bindings in ascending target time order per partition. If
a “partition by” clause is not specified then the entire input is
treated as one partition. This is a TreeSet (to ensure ascending
target time order) to avoid the out-of-order matches issue.

(2) Active item: An active item refers to one active binding
and that active binding has a reference back to the active item.
This is needed only if partition by is specified.

(3) Activeltems: A TreeSet of active items is maintained
only if partition by is specified. This TreeSet maintains the
active items in ascending target time order and is partition
independent. This allows active bindings across all partitions
which have completed their target time when a new input
arrives to be quickly identified.
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(4) commonUnsurelist: When an active binding com-
pletes its target time, it gets moved to this list of unsure
bindings. These are output later.

In one embodiment, the processing performed by the EPS
for handling a no partitions, ALL,L MATCHES scenario to
ensure in-order output may comprise the following six steps
as follows (the processing shown below is not intended to
limits the scope of embodiments of the present invention):

1. Receive the input tuple.

2. If (“partition by” clause is specified) then, for every
active item in Activeltems (independent of whether it belongs
to the current input’s partition or not) having target time
<=current input’s timestamp, do the following:

(a) Remove the active item from the Activeltems data
structure and also remove the referred active binding
from the active bindings TreeSet of that partition.

(b) The referred active binding has completed the PAT-
TERN clause match and also the Duration specified
(since target time <=current time of input event (ts)). So
move it to the commonUnsureList.

(c) If the partition is empty (i.e., no active bindings left)
remove it.

3. If (partition by clause is not specified) OR (it is specified

and the current tuple is not heartbeat tuple) then

For every active binding in current tuple’s partition do the
following:

(a) If the current tuple is heartbeat tuple and the active

binding’s target time is greater than the heartbeat time go

to step 6.

(b) Remove the active binding from the TreeSet and from
Activeltems (if “partition by’ has been specified)

(c) Process the active binding to see if it can be grown
further.

As indicated above, a binding can be grown further ifthe
current input tuple matches the next allowed variable
as per the PATTERN regular expression. The next
allowed variable depends upon the point which the
current active binding represents in the pattern match.
For example, if PATTERN(ABC) is the specification
and A and B have already been matched (i.e., binding
represents the partial match AB) then the next allowed
variable is C. So the match can be grown only if the
current input tuple matches C’s DEFINE clause con-
dition.

If the binding can be grown further then
Insert the new (grown binding) into the data structures

(Activeltems (if maintained) and active bindings
tree set of that partition)

Else
If the binding cannot be grown further then it gets

dropped as it is already removed from the data
structures.

4. If the current input is not a heartbeat tuple then:

(a) Try to see if the current input tuple matches the first
variable in the PATTERN, i.e. if a match can start at this
tuple.

(b) If yes, then
a. Evaluate the duration clause expression using the

attribute values of the current tuple and compute the
duration value.

b. Add it to the current tuple timestamp and set the result
as the target time for this new active binding.

c. Insert this binding into the active bindings TreeSet for
this partition. Also construct a corresponding
Activeltem and insert it in Activeltems data-structure
(if maintained).
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5. If partition by is specified then remove the current par-
tition if it is empty.

6. Output the completed matches collected in the commo-
nUnsurelist after evaluating MEASURE clause expressions
on them. During iteration the binding is removed from the
commonUnsurelist, so at the end of this step commonUn-
sureList will be empty.

(2) Partitions, SKIP PAST LAST ROW

When the ALLL MATCHES clause is not specified, the
pattern matching outputs the longest overlapping pattern
match binding. There can be two types of overlapping pattern
matches:

(a) Total overlapping—Consider a first binding for a specified
pattern that started at 2000 seconds and has a target time of
8000 seconds and a second binding that started for the same
pattern at 3000 seconds and has a target time of 8000 seconds.
Upon expiration, if both the bindings match the specified
pattern (i.e. are in the final state) then the longer first binding
is preferred and output instead of the second shorter overlap-
ping binding.

(b) Partial overlapping—Consider a first binding for a speci-
fied pattern that started at 2000 seconds and has a target time
01’8000 seconds and a second binding that started for the same
pattern at 5000 seconds and has a target time of 9000 seconds.
Upon expiration, if both the bindings match the specified
pattern (i.e. are in the final state) then the first binding with the
earlier start time is preferred and output instead of the second
binding.

Due to the variability of durations computed for different
bindings, it is possible to have the situation described dia-
grammatically in FIG. 6. Here there are bindings in two
partitions P1 and P2. As shown, there is an unsure (B2) and an
active binding (B1) in Partition 1. The unsure binding B2 in
Partition 1 is due to it having started after the active binding
B1 and it having finished its duration prior to the active
binding B1 because of a smaller value of duration than the
other active binding B1. This unsure binding is not to be
output since the currently active binding B1 in P1 can become
unsure and then it will represent the longest match.

Further, as shown in FIG. 6, the second partition P2 has a
binding B3 that became unsure at the current instant. How-
ever, this binding cannot be output because, if later the active
binding B1 in Partition 1 does not complete (due to any
reason) and is dropped, then the unsure binding B2 in parti-
tion P1 needs to be output first. Since that has matchedTs
lesser than the matchedT's of unsure binding B3 in Partition 2,
this could will result in out-of-order reporting of matches.

In one embodiment, an unsureltem is maintained for every
binding in unsurelist and using a Treeset of such unsureltems
enables one to quickly obtain the minimum matchedTs
among them. This is then used to decide whether a binding
should be reported or not.

In one embodiment, the data structures described above for

processing the ALLL MATCHES case are used with some
changes. For unsure bindings, a commonUnsurelist is not
maintained but instead a partition-specific unsure binding list
is maintained. Further, if a “partition by” clause is specified
then the following additional data-structures are maintained:
(1) A priority queue called ‘readyToOutputBindings’ is main-
tained which keeps the unsure bindings that are ‘ready’ for
output sorted in ascending order of ‘matchedTs’.
(2) Anunsureltem is maintained (similar to activeltem) which
maps to an unsure binding. All these unsure items (indepen-
dent of partition) are kept in a TreeSet called unsureltems and
are sorted by matchedTs. This data-structure helps to quickly
identify the minimum ‘matchedTs’ among all the unsure
bindings across all partitions.
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In one embodiment, the processing performed by the EPS
for handling a partitions, SKIP PAST LAST ROWS scenario
to ensure in-order output may be as follows (the processing
shown below is not intended to limits the scope of embodi-
ments of the present invention):

1. Receive the input tuple and mark the partition to which
this tuple belongs as ‘current partition’. If partition by is not
specified then entire input is one (and ‘current’) partition.

2. If input tuple is heartbeat and partition by is specified, go
to step 4.

3. Perform doCommonProcessing( )

4. If partition by is specified, then do doNonEventProcess-
ing(')

5. Output the completed matches:

If partition by is NOT specified then iterate through the
unsure bindings list and output after evaluating MEASURE
clause expressions.

Else

Iterate through the readyToOutputBindings priority queue
(sorted on matchedTs) and output all those matches for which
matchedTs is less than minTs (minimum matchedTs among
all the currently unsure bindings across partitions—needed to
avoid the out-of-order match reporting issue) computed at
step 5(b) in doCommonProcessing( ). Evaluate MEASURE
clause expressions prior to output.

In certain embodiments, the processing performed in the
doCommonProcesssing( ) function called above in step 3 may
be as follows:

doCommonProcessing( )

NOTE: The ‘current partition’ could be different from the
recent input’s partition if this is called via doNonEvent-
Processing.

1. For all active bindings of the ‘current partition’ (main-
tained in target time order), do the following:

(a) if (active binding’s target time>current input time)
AND
(current input tuple is heartbeat OR we are processing

some partition other than the recent input’s parti-
tion) go to step 2.

This is because if a partition is being processed other
than the current tuple’s partition or the input is a
heartbeat then only those active bindings which have
completed their target time are of interest.

(b) Remove the active binding and a corresponding
active item (if maintained) from those data-structures.

©If

1. An unsure binding has not been found yet OR

2. An unsure binding is found but the current active
binding has started earlier than the unsure binding
(unsureBind) so far.

‘unsureBind’ contains a reference to the unsure bind-
ing which has the smallest startindex among the
possibly many bindings which can become unsure
at a certain input. Since bindings with variable
durations which have started at different times can
end at the same time (can have same target time)
and the longest among those is of interest (the one
which started the earliest).

Then
Process the binding. Processing would mean trying

to see if the binding can be grown further with
the current input like in the ALL. MATCHES
case. If it can be grown, put the newly grown
active binding into the maintained data-struc-
tures. If the binding becomes unsure then set a
Boolean ‘foundMatch’ to true.

Else
The binding gets dropped.
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2. If a match is found at step 1.(c) then
(a) Add the ‘unsureBind’ (longest match) to the
unsureList and also add unsureltem if that data-struc-
ture is being maintained.

26

6. If current partition has become empty (no active bind-
ings left) then delete it.
In certain embodiments, the processing performed in the

doNonEventProcesssing( ) function called above in step 4

(b) If the recent input’s partition is being processed and 5 (partitions, SKIP PAST LAST ROW case) may be as follows:

input is not a heartbeat then will have to later try
whether the recent input matches the starting variable
of the pattern. This is tracked by setting the Boolean
‘applySOtrans’ to true.

(c) If we have quit at step 1.(a) then iterate through the
remaining active bindings of the ‘current partition’
and delete all those which have started later than the
unsureBind. (Since no overlapping matches allowed
here those which started later than the unsureBind
should be deleted).

(d) Also delete all the unsure bindings of the ‘current
partition” which have started later than “‘unsureBind’
and hence are smaller than ‘unsureBind’.

3. All the active bindings left now in the ‘current partition’
would have started earlier than ‘unsureBind’. Get the
first binding’s startIndex and set it as ‘minActivelndex’.
If no binding is left then set ‘minActivelndex’ to Long-
MAX _VALUE. This ‘minActivelndex’ is used in
deciding whether the ‘unsureBind’ can be output or not.

4. if(applySOtrans is set in step 2.(b) OR
(If current partition is recent input’s partition AND cur-

rent input is not a heartbeat AND if we have not found

a match at step 1.(c)) then

Try to match the current input tuple to the first variable
in the PATTERN clause to see if a match can start at
this tuple.
If'yes, then

Evaluate the duration clause expression using the
attribute values of the current tuple and compute
the duration value.

Add it to the current tuple timestamp and set the result
as the target time for this new active binding.

Insert this binding into the active bindings TreeSet for
this partition. Also construct a corresponding
Activeltem and insert it in Activeltems data-struc-
ture (if maintained)

5. If (partition by is specified) then InitReportBindings:
This step is used to ensure that we don’t report out-of-

order matches across partitions.
(a) For every unsure binding in the ‘current partition’
If the binding has started earlier than the ‘minAc-
tivelndex’ computed in step (3) then remove it from
unsure list and move it to ‘readyToOutputBind-
ings’ queue. It means there is no active binding in
this partition which has started earlier than this
unsure binding and so this binding is ready ToOut-
put.

Else

There is some active binding which has started earlier
than this unsure binding and hence can be the long-
est match if it completes in future so this unsure
binding is still not ready to be output.

(b) Set the minTs to be the minimum matched T's among
all the unsure bindings across all partitions. So if a
binding is ready to be output but there is some unsure
binding which has matchedTs <this binding’s
matchedTs we cannot output it. This is handled by
‘minTs’ and unsureltem is used to quickly compute
the minTs.

10

doNonEventProcessing( )
For all Active Items which have target time <=current
input time
(Essentially all those active bindings across partitions
which have crossed their target time and hence will
become unsure) do the following:
(a) Set the active item’s (binding’s) partition as ‘current
partition’.
(b) doCommonProcessing( )
As discussed above, the DURATION for a binding in non-

event matching processing may be based upon one or more
attributes of the event that started the binding. In certain
embodiments, the attributes upon which the DURATION
value is based may be part of the input event stream schema

20 itself. However, in some embodiments, such an attribute(s)
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may not be part of the received input stream. In one such
embodiment, the one or more attributes to be used for setting
the DURATION value may be added to the event stream by
deriving a new stream from the original stream where the one
or more attributes upon which the duration calculation is
based are part of the schema of the derived event stream.

FIG. 7 is a simplified block diagram illustrating compo-

nents of a system environment 700 that may be used in accor-
dance with an embodiment of the present invention. As

30 shown, system environment 700 includes one or more client

computing devices 702, 704, 706, 708, which are configured
to operate a client application such as a web browser, propri-
etary client (e.g., Oracle Forms), or the like. In various
embodiments, client computing devices 702, 704, 706, and
708 may interact with an event processing system 712.

Client computing devices 702, 704, 706, 708 may be gen-

eral purpose personal computers (including, by way of
example, personal computers and/or laptop computers run-
ning various versions of Microsoft Windows and/or Apple

40 Macintosh operating systems), cell phones or PDAs (running

45

software such as Microsoft Windows Mobile and being Inter-
net, e-mail, SMS, Blackberry, or other communication pro-
tocol enabled), and/or workstation computers running any of
a variety of commercially-available UNIX or UNIX-like
operating systems (including without limitation the variety of
GNU/Linux operating systems). Alternatively, client com-
puting devices 702, 704, 706, and 708 may be any other
electronic device, such as a thin-client computer, Internet-
enabled gaming system, and/or personal messaging device,

50 capable of communicating over a network (e.g., network 710

described below). Although exemplary system environment
700 is shown with four client computing devices, any number
of client computing devices may be supported. Other devices
such as devices with sensors, etc. may interact with system
712.

A network 710 may facilitate communications and

exchange of data between clients 702, 704, 706, and 708 and
event processing system 712. Network 710 may be any type
of network familiar to those skilled in the art that can support

60 data communications using any of a variety of commercially-

o
o

available protocols, including without limitation TCP/IP,
SNA, IPX, AppleTalk, and the like. Merely by way of
example, network 710 can be a local area network (LAN)
such as an Ethernet network, a Token-Ring network and/or
the like; a wide-area network; a virtual network, including
without limitation a virtual private network (VPN); the Inter-
net; an intranet; an extranet; a public switched telephone
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network (PSTN); an infra-red network; a wireless network
(e.g., anetwork operating under any of the IEEE 802.1X suite
of protocols, the Bluetooth protocol known in the art, and/or
any other wireless protocol); and/or any combination of these
and/or other networks.

Event processing system 712 may comprise one or more
computers and/or servers which may be general purpose
computers, specialized server computers (including, by way
of example, PC servers, UNIX servers, mid-range servers,
mainframe computers, rack-mounted servers, etc.), server
farms, server clusters, or any other appropriate arrangement
and/or combination. In various embodiments, system 712
may be adapted to run one or more services or software
applications described in the foregoing disclosure.

System 712 may run an operating system including any of
those discussed above, as well as any commercially available
server operating system. System 712 may also run any of a
variety of additional server applications and/or mid-tier appli-
cations, including HTTP servers, FTP servers, CGI servers,
Java servers, database servers, and the like. Exemplary data-
base servers include without limitation those commercially
available from Oracle, Microsoft, Sybase, IBM and the like.

System environment 700 may also include one or more
databases 714 and 716. Databases 714 and 716 may reside in
a variety of locations. By way of example, one or more of
databases 714 and 716 may reside on a storage medium local
to (and/or resident in) system 712. Alternatively, databases
714 and 716 may be remote from system 712, and in com-
munication with system 712 via a network-based or dedicated
connection. In one set of embodiments, databases 714 and
716 may reside in a storage-area network (SAN) familiar to
those skilled in the art. Similarly, any necessary files for
performing the functions attributed to system 712 may be
stored locally on system 712 and/or remotely, as appropriate.
In one set of embodiments, databases 714 and 716 may
include relational databases, such as Oracle 11g, which are
adapted to store, update, and retrieve data in response to
SQL-formatted commands.

FIG. 8 is a simplified block diagram of a computer system
800 that may be used in accordance with certain embodi-
ments of the present invention. For example, system 800 may
be used to implement event processing system 100 depicted
in FIG. 1. Computer system 800 is shown comprising various
components that may be electrically coupled via a bus 824.
The components may include one or more processing units
802, an input subsystem 804, an output subsystem 806, stor-
age devices 808, a computer-readable storage media reader
812 connected to a computer-readable storage medium 810, a
communication subsystem 814, a processing acceleration
subsystem 816, and working memory 818.

Bus subsystem 824 provides a mechanism for letting the
various components and subsystems of computer system 800
communicate with each other as intended. Although bus sub-
system 824 is shown schematically as a single bus, alternative
embodiments of the bus subsystem may utilize multiple bus-
ses.

Input subsystem 804 may include one or more input
devices such as a mouse, a keyboard, a pointing device, a
touchpad, etc. In general, input subsystem 804 may include
any device or mechanism for inputting information to com-
puter system 800.

Output subsystem 806 may include one or more output
devices for outputting information from computer system
800. Examples of output devices include without limitation a
display device, a printer, a projection device, etc. In general,
output subsystem 806 may include any device or mechanism
for outputting information from computer system 800.
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Processing unit(s) 802 can include one or more processors,
one or more cores of processors, combinations thereof, and
the like. In some embodiments, processing unit(s) 802 can
include a general purpose primary processor as well as one or
more special purpose co-processors such as graphics proces-
sors, digital signal processors, or the like. In some embodi-
ments, some or all processing units 802 can be implemented
using customized circuits, such as application specific inte-
grated circuits (ASICs) or field programmable gate arrays
(FPGAs). In some embodiments, such integrated circuits
execute instructions that are stored on the circuit itself. In
other embodiments, processing unit(s) 802 can execute
instructions stored in working memory 818 or on storage
devices 808. In various embodiments, processing units 802
can execute a variety of programs or code instructions and can
maintain multiple concurrently executing programs or pro-
cesses. At any given time, some or all of the program code to
be executed can be resident in system working memory 818,
storage devices 808, and/or on computer-readable storage
media 810. Through suitable programming, processing units
802 can provide various functionalities described above for
performing event stream-related processing. In some
embodiments, computer system 800 may also include a pro-
cessing acceleration unit 816, which can include a digital
signal processor (DSP), a special-purpose processor, and/or
the like.

Storage device(s) 808 may include memory devices such
as disk drives, optical storage devices, and solid-state storage
devices such as a random access memory (RAM) and/or a
read-only memory (ROM), which can be programmable,
flash-updateable and/or the like. Software (programs, code
modules, instructions), which when executed by processing
unit(s) 802 to provide the functionality described above, may
be stored on storage devices 808. Storage devices 808 may
also provide a repository for storing data used in accordance
with embodiments of the present invention.

Computer-readable storage media reader 812 can further
be connected to a computer-readable storage medium 810,
together (and, optionally, in combination with storage
device(s) 808) comprehensively representing remote, local,
fixed, and/or removable memory storage devices plus storage
media for temporarily and/or more permanently containing
computer-readable information.

Communications subsystem 814 may permit data to be
exchanged with network 710 and/or any other computers
described above with respect to system environment 700.
Communication subsystem 814 serves as an interface for
receiving data from and transmitting data to other systems
from computer system 800. The communication may be pro-
vided using wired or wireless protocols. For example, com-
munication subsystem 814 may enable computer 800 to con-
nect to a client device via the Internet. Communication
subsystem 814 may comprise a modem, a network card (wire-
less or wired), an infra-red communication device, a GPS
receiver, etc.

Working memory subsystem 818 may include a number of
memories including a main random access memory (RAM)
for storage of instructions and data during program execution
and a read only memory (ROM) in which fixed instructions
are stored. Software elements such as an operating system
820 and/or other code 822, such as an application program
(which may be a client application, Web browser, mid-tier
application, RDBMS, etc.), may be stored in working
memory 818. In an exemplary embodiment, working
memory 818 may include executable code and associated



US 9,098,587 B2

29

data structures (such as caches) used for processing events
and enabling variable duration windows processing as
described above.

It should be appreciated that alternative embodiments of
computer system 800 may have more or less components with
numerous variations from that described above. For example,
customized hardware might also be used and/or particular
elements might be implemented in hardware, software (in-
cluding portable software, such as applets), or both. Further,
connection to other computing devices such as network input/
output devices may be employed.

Although specific embodiments of the invention have been
described, various modifications, alterations, alternative con-
structions, and equivalents are also encompassed within the
scope of the invention. Embodiments of the present invention
are not restricted to operation within certain specific data
processing environments, but are free to operate within a
plurality of data processing environments. Additionally,
although embodiments of the present invention have been
described using a particular series of transactions and steps, it
should be apparent to those skilled in the art that the scope of
the present invention is not limited to the described series of
transactions and steps.

Further, while embodiments of the present invention have
been described using a particular combination of hardware
and software, it should be recognized that other combinations
of hardware and software are also within the scope of the
present invention. Embodiments of the present invention may
be implemented only in hardware, or only in software, or
using combinations thereof. The various processes described
herein can be implemented on the same processor or different
processors in any combination. Accordingly, where compo-
nents or modules are described as being configured to per-
form certain operations, such configuration can be accom-
plished, e.g., by designing electronic circuits to perform the
operation, by programming programmable electronic circuits
(such as microprocessors) to perform the operation, or any
combination thereof. Processes can communicate using a
variety of techniques including but not limited to conven-
tional techniques for interprocess communication, and differ-
ent pairs of processes may use different techniques, or the
same pair of processes may use different techniques at differ-
ent times.

The specification and drawings are, accordingly, to be
regarded in an illustrative rather than a restrictive sense. It
will, however, be evident that additions, subtractions, dele-
tions, and other modifications and changes may be made
thereunto without departing from the broader spirit and scope
as set forth in the claims. Thus, although specific invention
embodiments have been described, these are not intended to
be limiting. Various modifications and equivalents are within
the scope of the following claims.

What is claimed is:

1. A method comprising:

determining, by a computing device, that a first event
received by the computing device via an event stream
causes a first pattern match candidate to be started for a
pattern;

computing, by the computing device, a first duration for the
first pattern match candidate;

determining, by the computing device, a first expiration
time for the first pattern match candidate based upon a
first time associated with the first event and the first
duration;

associating, by the computing device, the first expiration
time with the first pattern match candidate;
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determining, by the computing device, that a second event
received via the event stream causes a second pattern
match candidate to be started for the pattern;
computing, by the computing device, a second duration for
the second pattern match candidate, the second duration
being different from the first duration;
determining, by the computing device, a second expiration
time for the second pattern match candidate based upon
a second time associated with the second event and the
second duration; and
associating, by the computing device, the second expira-
tion time with the second pattern match candidate.
2. The method of claim 1 wherein:
the first event and the second event comprise an attribute;
computing the first duration comprises:
determining a first value of the attribute of the first event;
and
using the first value to compute the first duration; and
computing the second duration comprises:
determining a second value of the attribute of the second
event, the second value being different from the first
value; and
using the second value to compute the second duration.
3. The method of claim 1 wherein:
the first event and the second event comprise an attribute;
computing the first duration comprises:
determining a first value of the attribute of the first event;
and
evaluating an expression using the first value to compute
the first duration; and
computing the second duration comprises:
determining a second value of the attribute of the second
event, the second value being different from the first
value; and
evaluating the expression using the second value to com-
pute the second duration.
4. The method of claim 1 further comprising:
determining, after the first time duration for the first event
has passed, whether the first pattern match candidate has
matched the pattern; and
upon determining that the first pattern match candidate has
matched the pattern, outputting information indicative
of a non-event occurrence corresponding to the first
pattern match candidate.
5. The method of claim 1, further comprising:
determining, at or after the first expiration time associated
with the first pattern match candidate, whether the first
pattern match candidate has matched the pattern; and
upon determining that the first pattern match candidate has
matched the pattern, outputting information indicative
of a non-event occurrence corresponding to the first
pattern match candidate.
6. A computing device comprising:
a memory; and
a set of processing units, wherein one or more processing
units from the set of processing units are adapted to:
determine that a first event received by the computing
device via an event stream causes a first pattern match
candidate to be started for a pattern;
compute a first duration for the first pattern match can-
didate;
determine a first expiration time for the first pattern
match candidate based upon a first time associated
with the first event and the first duration;
associate the first expiration time with the first pattern
match candidate;
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determine that a second event received via the event
stream causes a second pattern match candidate to be
started for the pattern;

compute a second duration for the second pattern match
candidate, the second duration being different from
the first duration;

determine a second expiration time for the second pat-
tern match candidate based upon a second time asso-
ciated with the second event and the second duration;
and

associate the second expiration time with the second
pattern match candidate.

7. The computing device of claim 6 wherein the one or
more processing units from the set of processing units are
adapted to:

determine a first value of an attribute of the first event; and

use the first value to compute the first duration;

determine a second value of the attribute of the second
event, the second value being different from the first
value; and

use the second value to compute the second duration.

8. The computing device of claim 6 wherein the one or
more processing units from the set of processing units are
adapted to:

determine a first value of an attribute of the first event; and

evaluate an expression using the first value to compute the

first duration;

determine a second value of the attribute of the second

event, the second value being different from the first
value; and

evaluating the expression using the second value to com-

pute the second duration.

9. The computing device of claim 6 wherein the one or
more processing units from the set of processing units are
further adapted to:

determine, after the first time duration for the first event has

passed, whether the first pattern match candidate has
matched the pattern; and

upon determining that the first pattern match candidate has

matched the pattern, output information indicative of a
non-event occurrence corresponding to the first pattern
match candidate.
10. The computing device of claim 6 wherein the one or
more processing units from the set of processing units are
adapted to:
determine the first expiration time by adding the first dura-
tion to the first time associated with the first event; and

determine the second expiration time by adding the second
duration to the second time associated with the second
event.

11. The computing device of claim 6 wherein the one or
more processing units from the set of processing units are
further adapted to: determine, at or after the first expiration
time associated with the first pattern match candidate,
whether the first pattern match candidate has matched the
pattern; and upon determining that the first pattern match
candidate has matched the pattern, output information indica-
tive of a non-event occurrence corresponding to the first pat-
tern match candidate.

12. A non-transitory computer-readable memory storing a
plurality of instructions executable by one or more processing
units, the plurality of instructions comprising:

instructions that cause at least one processing unit from the

one or more processing units to determine that a first
event received via an event stream causes a first pattern
match candidate to be started for a pattern;
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instructions that cause at least one processing unit from the
one or more processing units to compute a first duration
for the first pattern match candidate;
instructions that cause at least one processing unit from the
one or more processing units to determine a first expi-
ration time for the first pattern match candidate based
upon a first time associated with the first event and the
first duration;
instructions that cause at least one processing unit from the
one or more processing units to associate the first expi-
ration time with the first pattern match candidate;
instructions that cause at least one processing unit from the
one or more processing units to determine that a second
event received via the event stream causes a second
pattern match candidate to be started for the pattern;
instructions that cause at least one processing unit from the
one or more processing units to compute a second dura-
tion for the second pattern match candidate, the second
duration being different from the first duration;
instructions that cause at least one processing unit from the
one or more processing units to determine a second
expiration time for the second pattern match candidate
based upon a second time associated with the second
event and the second duration; and
instructions that cause at least one processing unit from the
one or more processing units to associate the second
expiration time with the second pattern match candidate.
13. The non-transitory computer-readable memory of
claim 12 wherein:
the instructions that cause at least one processing unit from
the one or more processing units to compute the first
duration comprise:
instructions that cause at least one processing unit from
the one or more processing units to determine a first
value of an attribute of the first event; and
instructions that cause at least one processing unit from
the one or more processing units to use the first value
to compute the first duration; and
the instructions that cause at least one processing unit from
the one or more processing units to compute the second
duration comprise:
instructions that cause at least one processing unit from
the one or more processing units to determine a sec-
ond value of the attribute of the second event, the
second value being different from the first value; and
instructions that cause at least one processing unit from
the one or more processing units to use the second
value to compute the second duration.
14. The non-transitory computer-readable memory of
claim 12 wherein:
the instructions that cause at least one processing unit from
the one or more processing units to compute the first
duration comprise:
instructions that cause at least one processing unit from
the one or more processing units to determine a first
value of an attribute of the first event; and
instructions that cause at least one processing unit from
the one or more processing units to evaluate an
expression using the first value to compute the first
duration; and
instructions that cause at least one processing unit from the
one or more processing units to compute the second
duration comprise:
instructions that cause at least one processing unit from
the one or more processing units to determine a sec-
ond value of the attribute of the second event, the
second value being different from the first value; and
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instructions that cause at least one processing unit from
the one or more processing units to evaluate the
expression using the second value to compute the
second duration.

15. The non-transitory computer-readable memory of
claim 12 wherein the plurality of instructions further com-
prises:

instructions that cause at least one processing unit from the

one or more processing units to determine, after the first
time duration for the first event has passed, whether the
first pattern match candidate has matched the pattern;
and

instructions that cause at least one processing unit from the

one or more processing units to, upon determining that
the first pattern match candidate has matched the pattern,
output information indicative of a non-event occurrence
corresponding to the first pattern match candidate.

16. The non-transitory computer-readable memory of
claim 12 wherein:

the instructions that cause at least one processing unit from

the one or more processing units to determine the first
expiration time comprise instructions that cause at least
one processing unit from the one or more processing
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units to determine the first expiration time by adding the
first duration to the first time associated with the first
event; and

the instructions that cause at least one processing unit from

the one or more processing units to determine the second
expiration time comprise instructions that cause at least
one processing unit from the one or more processing
units to determine the second expiration time by adding
the second duration to the second time associated with
the second event.

17. The non-transitory computer-readable memory of
claim 12 wherein the plurality of instructions further com-
prises:

instructions that cause at least one processing unit from the

one or more processing units to determine, at or after the
first expiration time associated with the first pattern
match candidate, whether the first pattern match candi-
date has matched the pattern; and

instructions that cause at least one processing unit from the

one or more processing units to, upon determining that
the first pattern match candidate has matched the pattern,
output information indicative of a non-event occurrence
corresponding to the first pattern match candidate.

#* #* #* #* #*
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